**501-01 : Advance Web Designing**
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MongoDB is a No SQL database. It is an open-source, cross-platform, document-oriented database written in C++.

Our MongoDB tutorial includes all topics of MongoDB database such as insert documents, update documents, delete documents, query documents, projection, sort() and limit() methods, create a collection, drop collection, etc. There are also given MongoDB interview questions to help you better understand the MongoDB database.

MongoDB is an open-source document database that provides high performance, high availability, and automatic scaling.

In simple words, you can say that - Mongo DB is a document-oriented database. It is an open source product, developed and supported by a company named 10gen.

MongoDB is available under General Public license for free, and it is also available under Commercial license from the manufacturer.

The manufacturing company **10gen** has defined MongoDB as:

*"MongoDB is a scalable, open source, high performance, document-oriented database." - 10gen”*

MongoDB was designed to work with commodity servers. Now it is used by the company of all sizes, across all industry.

**History of MongoDB**

The initial development of MongoDB began in 2007 when the company was building a platform as a service similar to window azure.

Window azure is a cloud computing platform and infrastructure, created by Microsoft, to build, deploy and manage applications and service through a global network.

MongoDB was developed by a NewYork based organization named 10gen which is now known as MongoDB Inc. It was initially developed as a PAAS (Platform as a Service). Later in 2009, it is introduced in the market as an open source database server that was maintained and supported by MongoDB Inc.

The first ready production of MongoDB has been considered from version 1.4 which was released in March 2010.

MongoDB2.4.9 was the latest and stable version which was released on January 10, 2014.

**1.1 concepts of NoSQL. Advantages and features.**

**Purpose of building MongoDB**

It may be a very genuine question that - "what was the need of MongoDB although there were many databases in action?"

There is a simple answer:

All the modern applications require big data, fast features development, flexible deployment, and the older database systems not competent enough, so the MongoDB was needed.

**The primary purpose of building MongoDB is:**

* Scalability
* Performance
* High Availability
* Scaling from single server deployments to large, complex multi-site architectures.
* Key points of MongoDB
* Develop Faster
* Deploy Easier
* Scale Bigger

First of all, we should know what is document oriented database?

**Example of document oriented database**

MongoDB is a document oriented database. It is a key feature of MongoDB. It offers a document oriented storage. It is very simple you can program it easily.

MongoDB stores data as documents, so it is known as document-oriented database.

FirstName = "John",

Address = "Detroit",

Spouse = [{Name: "Angela"}].

FirstName ="John",

Address = "Wick"

There are two different documents (separated by ".").

Storing data in this manner is called as document-oriented database.

Mongo DB falls into a class of databases that calls Document Oriented Databases. There is also a broad category of database known as No SQL Databases.

**Features of MongoDB**

These are some important features of MongoDB:

1. Support ad hoc queries

In MongoDB, you can search by field, range query and it also supports regular expression searches.

2. Indexing

You can index any field in a document.

3. Replication

MongoDB supports Master Slave replication.

A master can perform Reads and Writes and a Slave copies data from the master and can only be used for reads or back up (not writes)

4. Duplication of data

MongoDB can run over multiple servers. The data is duplicated to keep the system up and also keep its running condition in case of hardware failure.

5. Load balancing

It has an automatic load balancing configuration because of data placed in shards.

6. Supports map reduce and aggregation tools.

7. Uses JavaScript instead of Procedures.

8. It is a schema-less database written in C++.

9. Provides high performance.

10. Stores files of any size easily without complicating your stack.

11. Easy to administer in the case of failures.

12. It also supports:

JSON data model with dynamic schemas

Auto-sharding for horizontal scalability

Built in replication for high availability

Now a day many companies using MongoDB to create new types of applications, improve performance and availability.

**NoSQL Databases**

We know that MongoDB is a NoSQL Database, so it is very necessary to know about NoSQL Database to understand MongoDB throughly.

**What is NoSQL Database**

Databases can be divided in 3 types:

1. RDBMS (Relational Database Management System)
2. OLAP (Online Analytical Processing)
3. NoSQL (recently developed database)

**NoSQL Database**

NoSQL Database is used to refer a non-SQL or non relational database.

It provides a mechanism for storage and retrieval of data other than tabular relations model used in relational databases. NoSQL database doesn't use tables for storing data. It is generally used to store big data and real-time web applications.

**History behind the creation of NoSQL Databases**

In the early 1970, Flat File Systems are used. Data were stored in flat files and the biggest problems with flat files are each company implement their own flat files and there are no standards. It is very difficult to store data in the files, retrieve data from files because there is no standard way to store data.

Then the relational database was created by E.F. Codd and these databases answered the question of having no standard way to store data. But later relational database also get a problem that it could not handle big data, due to this problem there was a need of database which can handle every types of problems then NoSQL database was developed.

**Advantages of NoSQL**

* It supports query language.
* It provides fast performance.
* It provides horizontal scalability.

**MongoDB advantages over RDBMS**

In recent days, MongoDB is a new and popularly used database. It is a document based, non relational database provider.

Although it is 100 times faster than the traditional database but it is early to say that it will broadly replace the traditional RDBMS. But it may be very useful in term to gain performance and scalability.

A Relational database has a typical schema design that shows number of tables and the relationship between these tables, while in MongoDB there is no concept of relationship.

**MongoDB Advantages**

* MongoDB is schema less. It is a document database in which one collection holds different documents.
* There may be difference between number of fields, content and size of the document from one to other.
* Structure of a single object is clear in MongoDB.
* There are no complex joins in MongoDB.
* MongoDB provides the facility of deep query because it supports a powerful dynamic query on documents.
* It is very easy to scale.
* It uses internal memory for storing working sets and this is the reason of its fast access.

**Distinctive features of MongoDB**

* Easy to use
* Light Weight
* Extremely faster than RDBMS

**Where MongoDB should be used**

* Big and complex data
* Mobile and social infrastructure
* Content management and delivery
* User data management
* Data hub

**Performance analysis of MongoDB and RDBMS**

* In relational database (RDBMS) tables are using as storing elements, while in MongoDB collection is used.
* In the RDBMS, we have multiple schema and in each schema we create tables to store data while, MongoDB is a document oriented database in which data is written in BSON format which is a JSON like format.
* MongoDB is almost 100 times faster than traditional database systems.

**1.1.1 MongoDB Datatypes (String, Integer, Boolean, Double, Arrays, Objects)**

|  |  |
| --- | --- |
| **Data Types** | **Description** |
| String | String is the most commonly used datatype. It is used to store data. A string must be UTF 8 valid in mongodb. |
| Integer | Integer is used to store the numeric value. It can be 32 bit or 64 bit depending on the server you are using. |
| Boolean | This datatype is used to store boolean values. It just shows YES/NO values. |
| Double | Double datatype stores floating point values. |
| Min/Max Keys | This datatype compare a value against the lowest and highest bson elements. |
| Arrays | This datatype is used to store a list or multiple values into a single key. |
| Object | Object datatype is used for embedded documents. |
| Null | It is used to store null values. |
| Symbol | It is generally used for languages that use a specific type. |
| Date | This datatype stores the current date or time in unix time format. It makes you possible to specify your own date time by creating object of date and pass the value of date, month, year into it. |

**1.1.2 Database creation and dropping database**

**How to download MongoDB**

You can download an appropriate version of MongoDB which your system supports, from the link "http://www.mongodb.org/downloads" to install the MongoDB on Windows. You should choose correct version of MongoDB acording to your computer's Window.

**How to set up the MongoDB environment**

A data directory is required in MongoDB to store all the information. Its by default data directory path is \data\db. you can create this folder by command prompt.

*md\data\db*

For example:

If you want to start MongoDB, run mongod.exe

You can do it from command prompt.

*C:\Program Files\MongoDB\bin\mongod.exe*

This will start the mongoDB database process. If you get a message "waiting for connection" in the console output, it indicates that the mongodb.exe process is running successfully.

For example:

When you connect to the MongoDB through the mongo.exe shell, you should follow these steps:

Open another command prompt.

At the time of connecting, specify the data directory if necessary.

Note: If you use the default data directory while MongoDB installation, there is no need to specify the data directory.

For example:

*C:\mongodb\bin\mongo.exe*

If you use the different data directory while MongoDB installation, specify the directory when connecting.

For example:

*C:\mongodb\bin\mongod.exe-- dbpath d:\test\mongodb\data*

If you have spaces in your path, enclose the entire path in double space.

For example:

*C:\mongodb\bin\mongod.exe-- dbpath "d: \ test\mongodb\data"*

**How to configure directory and files**

First to create a configuration file and a directory path for MongoDB log output after that create a specific directory for MongoDB log files.

**Data Modeling in MongoDB**

In MongoDB, data has a flexible schema. It is totally different from SQL database where you had to determine and declare a table's schema before inserting data. MongoDB collections do not enforce document structure.

The main challenge in data modeling is balancing the need of the application, the performance characteristics of the database engine, and the data retrieval patterns.

Consider the following things while designing the schema in MongoDB

* Always design schema according to user requirements.
* Do join on write operations not on read operations.
* Objects which you want to use together, should be combined into one document. Otherwise they should be separated (make sure that there should not be need of joins).
* Optimize your schema for more frequent use cases.
* Do complex aggregation in the schema.
* You should duplicate the data but in a limit, because disc space is cheaper than compute time.

**For example:**

let us take an example of a client who needs a database design for his website. His website has the following requirements:

Every post is distinct (contains unique title, description and url).

Every post can have one or more tags.

Every post has the name of its publisher and total number of likes.

Each post can have zero or more comments and the comments must contain user name, message, data-time and likes.

For the above requirement, a minimum of three tables are required in RDBMS.
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But in MongoDB, schema design will have one collection post and has the following structure:

![](data:image/png;base64,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)

**MongoDB Create Database**

**Use Database method:**

There is no create database command in MongoDB. Actually, MongoDB do not provide any command to create database.

It may be look like a weird concept, if you are from traditional SQL background where you need to create a database, table and insert values in the table manually.

Here, in MongoDB you don't need to create a database manually because MongoDB will create it automatically when you save the value into the defined collection at first time.

You also don't need to mention what you want to create, it will be automatically created at the time you save the value into the defined collection.

Here one thing is very remarkable that you can create collection manually by "db.createCollection()" but not the database.

**How and when to create database**

If there is no existing database, the following command is used to create a new database.

**Syntax:**

1. use DATABASE\_NAME

If the database already exists, it will return the existing database.

Let' take an example to demonstrate how a database is created in MongoDB. In the following example, we are going to create a database "javatpointdb".

**See this example**

1. >use javatpointdb

Swithched to db javatpointdb

To **check the currently selected database**, use the command db:

1. >db

javatpointdb

To **check the database list**, use the command show dbs:

1. >show dbs

local 0.078GB

Here, your created database "javatpointdb" is not present in the list, **insert at least one document** into it to display database:

1. >db.movie.**insert**({"name":"javatpoint"})

WriteResult({ "nInserted": 1})

1. >show dbs

javatpointdb 0.078GB

local 0.078GB

**MongoDB Drop Database**

The dropDatabase command is used to drop a database. It also deletes the associated data files. It operates on the current database.

**Syntax:**

1. db.dropDatabase()

This syntax will delete the selected database. In the case you have not selected any database, it will delete default "test" database.

To **check the database list**, use the command show dbs:

1. >show dbs

javatpointdb 0.078GB

local 0.078GB

If you want to **delete the database "javatpointdb"**, use the dropDatabase() command as follows:

1. >use javatpointdb

switched to the db javatpointdb

1. >db.dropDatabase()

{ "dropped": "javatpointdb", "ok": 1}

Now check the list of databases:

1. >show dbs

local 0.078GB

**1.2 create and Drop collections**

**MongoDB Create Collection**

In MongoDB, db.createCollection(name, options) is used to create collection. But usually you don?t need to create collection. MongoDB creates collection automatically when you insert some documents. It will be explained later. First see how to create collection:

**Syntax:**

1. db.createCollection(**name**, options)

Here,

**Name:** is a string type, specifies the name of the collection to be created.

**Options:** is a document type, specifies the memory size and indexing of the collection. It is an optional parameter.

Following is the list of options that can be used.

|  |  |  |
| --- | --- | --- |
| **Field** | **Type** | **Description** |
| Capped | Boolean | (Optional) If it is set to true, enables a capped collection. Capped collection is a fixed size collecction that automatically overwrites its oldest entries when it reaches its maximum size. If you specify true, you need to specify size parameter also. |
| AutoIndexID | Boolean | (Optional) If it is set to true, automatically create index on ID field. Its default value is false. |
| Size | Number | (Optional) It specifies a maximum size in bytes for a capped collection. Ifcapped is true, then you need to specify this field also. |
| Max | Number | (Optional) It specifies the maximum number of documents allowed in the capped collection. |

Let's take an **example to create collection**. In this example, we are going to create a collection name SSSIT.

1. >use test

switched to db test

1. >db.createCollection("SSSIT")

{ "ok" : 1 }

To **check the created collection**, use the command "show collections".

1. >show collections

SSSIT

How does MongoDB create collection automatically

MongoDB creates collections automatically when you insert some documents. For example: Insert a document named seomount into a collection named SSSIT. The operation will create the collection if the collection does not currently exist.

1. >db.SSSIT.**insert**({"name" : "seomount"})
2. >show collections
3. SSSIT

If you want to see the inserted document, use the find() command.

Syntax:

db.collection\_name.find()

**MongoDB Drop collection**

In MongoDB, db.collection.drop() method is used to drop a collection from a database. It completely removes a collection from the database and does not leave any indexes associated with the dropped collections.

The db.collection.drop() method does not take any argument and produce an error when it is called with an argument. This method removes all the indexes associated with the dropped collection.

**Syntax:**

1. db.COLLECTION\_NAME.**drop**()

MongoDB Drop collection example

Let's take an example to drop collection in MongoDB.

First **check the already existing collections** in your database.

1. >use mydb

Switched to db mydb

1. > show collections

SSSIT

system.indexes

**Note:** Here we have a collection named SSSIT in our database.

Now **drop the collection** with the name SSSIT:

1. >db.SSSIT.**drop**()

True

Now **check the collections** in the database:

1. >show collections

System.indexes

Now, there are no existing collections in your database.

Note: The drop command returns true if it successfully drops a collection. It returns false when there is no existing collection to drop.

**1.3 CRUD operations (Insert, update, delete, find, Query and Projection operators)**

**MongoDB insert documents**

In MongoDB, the**db.collection.insert()** method is used to add or insert new documents into a collection in your database.

**Upsert**

There are also two methods "db.collection.update()" method and "db.collection.save()" method used for the same purpose. These methods add new documents through an operation called upsert.

Upsert is an operation that performs either an update of existing document or an insert of new document if the document to modify does not exist.

**Syntax**

1. >db.COLLECTION\_NAME.**insert**(document)

Let?s take an example to demonstrate how to insert a document into a collection. In this example we insert a document into a collection named javatpoint. This operation will automatically create a collection if the collection does not currently exist.

Example

1. db.javatpoint.**insert**(
2. {
3. course: "java",
4. details: {
5. duration: "6 months",
6. Trainer: "Sonoo jaiswal"
7. },
8. Batch: [ { **size**: "Small", qty: 15 }, { **size**: "Medium", qty: 25 } ],
9. category: "Programming language"
10. }
11. )

After the successful insertion of the document, the operation will return a WriteResult object with its status.

**Output:**

WriteResult({ "nInserted" : 1 })

Here the **nInserted** field specifies the number of documents inserted. If an error is occurred then the **WriteResult** will specify the error information.

Check the inserted documents

If the insertion is successful, you can view the inserted document by the following query.

1. >db.javatpoint.find()

You will get the inserted document in return.

**Output:**

{ "\_id" : ObjectId("56482d3e27e53d2dbc93cef8"), "course" : "java", "details" :

{ "duration" : "6 months", "Trainer" : "Sonoo jaiswal" }, "Batch" :

[ {"size" : "Small", "qty" : 15 }, { "size" : "Medium", "qty" : 25 } ],

"category" : "Programming language" }

**Note:** Here, the ObjectId value is generated by MongoDB itself. It may differ from the one shown.

MongoDB insert multiple documents

If you want to insert multiple documents in a collection, you have to pass an array of documents to the db.collection.insert() method.

Create an array of documents

Define a variable named Allcourses that hold an array of documents to insert.

1. var Allcourses =
2. [
3. {
4. Course: "Java",
5. details: { Duration: "6 months", Trainer: "Sonoo Jaiswal" },
6. Batch: [ { **size**: "Medium", qty: 25 } ],
7. category: "Programming Language"
8. },
9. {
10. Course: ".Net",
11. details: { Duration: "6 months", Trainer: "Prashant Verma" },
12. Batch: [ { **size**: "Small", qty: 5 }, { **size**: "Medium", qty: 10 }, ],
13. category: "Programming Language"
14. },
15. {
16. Course: "Web Designing",
17. details: { Duration: "3 months", Trainer: "Rashmi Desai" },
18. Batch: [ { **size**: "Small", qty: 5 }, { **size**: "Large", qty: 10 } ],
19. category: "Programming Language"
20. }
21. ];

Inserts the documents

Pass this Allcourses array to the db.collection.insert() method to perform a bulk insert.

1. > db.javatpoint.**insert**( Allcourses );

After the successful insertion of the documents, this will return a BulkWriteResult object with the status.

BulkWriteResult({

"writeErrors" : [ ],

"writeConcernErrors" : [ ],

"nInserted" : 3,

"nUpserted" : 0,

"nMatched" : 0,

"nModified" : 0,

"nRemoved" : 0,

"upserted" : [ ]

})

**Note:**Here the nInserted field specifies the number of documents inserted. In the case of any error during the operation, the **BulkWriteResult**will specify that error.

You can check the inserted documents by using the following query:

1. >db.javatpoint.find()

Insert multiple documents with Bulk

In its latest version of MongoDB (MongoDB 2.6) provides a Bulk() API that can be used to perform multiple write operations in bulk.

You should follow these steps to insert a group of documents into a MongoDB collection.

Initialize a bulk operation builder

First initialize a bulk operation builder for the collection javatpoint.

1. var bulk = db.javatpoint.initializeUnorderedBulkOp();

This operation returns an unorder operations builder which maintains a list of operations to perform .

Add insert operations to the bulk object

1. bulk.**insert**(
2. {
3. course: "java",
4. details: {
5. duration: "6 months",
6. Trainer: "Sonoo jaiswal"
7. },
8. Batch: [ { **size**: "Small", qty: 15 }, { **size**: "Medium", qty: 25 } ],
9. category: "Programming language"
10. }
11. );

Execute the bulk operation

Call the execute() method on the bulk object to execute the operations in the list.

1. bulk.**execute**();

After the successful insertion of the documents, this method will return a **BulkWriteResult** object with its status.

BulkWriteResult({

"writeErrors" : [ ],

"writeConcernErrors" : [ ],

"nInserted" : 1,

"nUpserted" : 0,

"nMatched" : 0,

"nModified" : 0,

"nRemoved" : 0,

"upserted" : [ ]

})

Here the nInserted field specifies the number of documents inserted. In the case of any error during the operation, the **BulkWriteResult**will specify that error.

**MongoDB update documents**

In MongoDB, update() method is used to update or modify the existing documents of a collection.

**Syntax:**

1. db.COLLECTION\_NAME.**update**(SELECTIOIN\_CRITERIA, UPDATED\_DATA)

Example

Consider an example which has a collection name javatpoint. Insert the following documents in collection:

1. db.javatpoint.**insert**(
2. {
3. course: "java",
4. details: {
5. duration: "6 months",
6. Trainer: "Sonoo jaiswal"
7. },
8. Batch: [ { **size**: "Small", qty: 15 }, { **size**: "Medium", qty: 25 } ],
9. category: "Programming language"
10. }
11. )

After successful insertion, check the documents by following query:

1. >db.javatpoint.find()

**Output:**

{ "\_id" : ObjectId("56482d3e27e53d2dbc93cef8"), "course" : "java", "details" :

{ "duration" : "6 months", "Trainer" : "Sonoo jaiswal" }, "Batch" :

[ {"size" : "Small", "qty" : 15 }, { "size" : "Medium", "qty" : 25 } ],

"category" : "Programming language" }

**Update the existing course "java" into "android":**

1. >db.javatpoint.**update**({'course':'java'},{$**set**:{'course':'android'}})

**Check the updated document in the collection:**

1. >db.javatpoint.find()

**Output:**

{ "\_id" : ObjectId("56482d3e27e53d2dbc93cef8"), "course" : "android", "details" :

{ "duration" : "6 months", "Trainer" : "Sonoo jaiswal" }, "Batch" :

[ {"size" : "Small", "qty" : 15 }, { "size" : "Medium", "qty" : 25 } ],

"category" : "Programming language" }

**MongoDB Delete documents**

In MongoDB, the db.colloction.remove() method is used to delete documents from a collection. The remove() method works on two parameters.

**1. Deletion criteria:** With the use of its syntax you can remove the documents from the collection.

**2. JustOne:** It removes only one document when set to true or 1.

**Syntax:**

1. db.collection\_name.remove (DELETION\_CRITERIA)

Remove all documents

If you want to remove all documents from a collection, pass an empty query document {} to the remove() method. The remove() method does not remove the indexes.

Let's take an example to demonstrate the remove() method. In this example, we remove all documents from the "javatpoint" collection.

1. db.javatpoint.remove({})

Remove all documents that match a condition

If you want to remove a document that match a specific condition, call the remove() method with the <query> parameter.

The following example will remove all documents from the javatpoint collection where the type field is equal to programming language.

1. db.javatpoint.remove( { type : "programming language" } )

Remove a single document that match a condition

If you want to remove a single document that match a specific condition, call the remove() method with justOne parameter set to true or 1.

The following example will remove a single document from the javatpoint collection where the type field is equal to programming language.

1. db.javatpoint.remove( { type : "programming language" }, 1 )

**MongoDB Query documents**

In MongoDB, the **db.collection.find()** method is used to retrieve documents from a collection. This method returns a cursor to the retrieved documents.

The db.collection.find() method reads operations in mongoDB shell and retrieves documents containing all their fields.

Note: You can also restrict the fields to return in the retrieved documents by using some specific queries. For example: you can use the db.collection.findOne() method to return a single document. It works same as the db.collection.find() method with a limit of 1.

**Syntax:**

1. db.COLLECTION\_NAME.find({})

Select all documents in a collection:

To retrieve all documents from a collection, put the query document ({}) empty. It will be like this:

1. db.COLLECTION\_NAME.find()

**For example:** If you have a collection name "canteen" in your database which has some fields like foods, snacks, beverages, price etc. then you should use the following query to select all documents in the collection "canteen".

1. db.canteen.find()

1.4 Operators (Projection, update, limit (), sort ()) and Aggregation commands

**MongoDB Query and Projection Operator**

The MongoDB query operator includes comparison, logical, element, evaluation, Geospatial, array, bitwise, and comment operators.

**MongoDB Comparison Operators**

$eq

The $eq specifies the equality condition. It matches documents where the value of a field equals the specified value.

**Syntax:**

1. { <field> : { $eq: <value> } }

**Example:**

1. db.books.find ( { price: { $eq: 300 } } )

The above example queries the books collection to select all documents where the value of the price filed equals 300.

$gt

The $gt chooses a document where the value of the field is greater than the specified value.

**Syntax:**

1. { field: { $gt: value } }

**Example:**

1. db.books.find ( { price: { $gt: 200 } } )

$gte

The $gte choose the documents where the field value is greater than or equal to a specified value.

**Syntax:**

1. { field: { $gte: value } }

**Example:**

1. db.books.find ( { price: { $gte: 250 } } )

$in

The $in operator choose the documents where the value of a field equals any value in the specified array.

**Syntax:**

1. { filed: { $in: [ <value1>, <value2>, ……] } }

**Example:**

1. db.books.find( { price: { $in: [100, 200] } } )

$lt

The $lt operator chooses the documents where the value of the field is less than the specified value.

**Syntax:**

1. { field: { $lt: value } }

**Example:**

1. db.books.find ( { price: { $lt: 20 } } )

$lte

The $lte operator chooses the documents where the field value is less than or equal to a specified value.

**Syntax:**

1. { field: { $lte: value } }

**Example:**

1. db.books.find ( { price: { $lte: 250 } } )

$ne

The $ne operator chooses the documents where the field value is not equal to the specified value.

**Syntax:**

1. { <field>: { $ne: <value> } }

**Example:**

1. db.books.find ( { price: { $ne: 500 } } )

$nin

The $nin operator chooses the documents where the field value is not in the specified array or does not exist.

**Syntax:**

1. { field : { $nin: [ <value1>, <value2>, .... ] } }

**Example:**

1. db.books.find ( { price: { $nin: [ 50, 150, 200 ] } } )

**MongoDB Logical Operator**

$and

The $and operator works as a logical AND operation on an array. The array should be of one or more expressions and chooses the documents that satisfy all the expressions in the array.

**Syntax:**

1. { $and: [ { <exp1> }, { <exp2> }, ....]}

**Example:**

1. db.books.find ( { $and: [ { price: { $ne: 500 } }, { price: { $exists: **true** } } ] } )

$not

The $not operator works as a logical NOT on the specified expression and chooses the documents that are not related to the expression.

**Syntax:**

1. { field: { $not: { <operator-expression> } } }

**Example:**

1. db.books.find ( { price: { $not: { $gt: 200 } } } )

$nor

The $nor operator works as logical NOR on an array of one or more query expression and chooses the documents that fail all the query expression in the array.

**Syntax:**

1. { $nor: [ { <expression1> } , { <expresion2> } , ..... ] }

**Example:**

1. db.books.find ( { $nor: [ { price: 200 }, { sale: **true** } ] } )

$or

It works as a logical OR operation on an array of two or more expressions and chooses documents that meet the expectation at least one of the expressions.

**Syntax:**

1. { $or: [ { <exp\_1> }, { <exp\_2> }, ... , { <exp\_n> } ] }

**Example:**

1. db.books.find ( { $or: [ { quantity: { $lt: 200 } }, { price: 500 } ] } )

MongoDB Element Operator

$exists

The exists operator matches the documents that contain the field when Boolean is true. It also matches the document where the field value is null.

**Syntax:**

1. { field: { $exists: <boolean> } }

**Example:**

1. db.books.find ( { qty: { $exists: **true**, $nin: [ 5, 15 ] } } )

$type

The type operator chooses documents where the value of the field is an instance of the specified BSON type.

**Syntax:**

1. { field: { $type: <BSON type> } }

**Example:**

1. db.books.find ( { "bookid" : { $type : 2 } } );

**MongoDB Evaluation Operator**

$expr

The expr operator allows the use of aggregation expressions within the query language.

**Syntax:**

1. { $expr: { <expression> } }

**Example:**

1. db.store.find( { $expr: {$gt: [ "$product" , "price" ] } } )

$jsonSchema

It matches the documents that satisfy the specified JSON Schema.

**Syntax:**

1. { $jsonSchema: <JSON **schema** object> }

$mod

The mod operator selects the document where the value of a field is divided by a divisor has the specified remainder.

**Syntax:**

1. { field: { $mod: [ divisor, remainder ] } }

**Example:**

1. db.books.find ( { qty: { $mod: [ 200, 0] } } )

$regex

It provides regular expression abilities for pattern matching strings in queries. The MongoDB uses regular expressions that are compatible with Perl.

**Syntax:**

1. { <field>: /pattern/<options> }

**Example:**

1. db.books.find( { price: { $regex: /789$/ } } )

$text

The $text operator searches a text on the content of the field, indexed with a text index.

**Syntax:**

1. {
2. $text:
3. {
4. $search: <string>,
5. $language: <string>,
6. $caseSensitive: <boolean>,
7. $diacriticSensitive: <boolean>
8. }
9. }

**Example:**

1. db.books.find( { $text: { $search: "Othelo" } } )

$where

The "where" operator is used for passing either a string containing a JavaScript expression or a full JavaScript function to the query system.

**Example:**

1. db.books.find( { $**where**: **function**() {
2. **return** (hex\_md5(this.**name**)== "9b53e667f30cd329dca1ec9e6a8")
3. } } );

**MongoDB Geospatial Operator**

$geoIntersects

It selects only those documents whose geospatial data intersects with the given GeoJSON object.

**Syntax:**

1. {
2. <location field>: {
3. $geoIntersects: {
4. $geometry: {
5. type: "<object type>" ,
6. coordinates: [ <coordinates> ]
7. }
8. }
9. }
10. }

**Example:**

1. db.places.find(
2. {
3. loc: {
4. $geoIntersects: {
5. $geometry: {
6. type: "Triangle" ,
7. coordinates: [
8. [ [ 0, 0 ], [ 3, 6 ], [ 6, 1 ] ]
9. ]
10. }
11. }
12. }
13. }

$geoWithin

The geoWithin operator chooses the document with geospatial data that exists entirely within a specified shape.

**Syntax:**

1. {
2. <location field>: {
3. $geoWithin: {
4. $geometry: {
5. type: <"Triangle" or "Rectangle"> ,
6. coordinates: [ <coordinates> ]
7. }
8. }
9. }

$near

The near operator defines a point for which a geospatial query returns the documents from close to far.

**Syntax:**

1. {
2. <location field>: {
3. $near: {
4. $geometry: {
5. type: "Point" ,
6. coordinates: [ <longitude> , <latitude> ]
7. },
8. $maxDistance: <distance in meters>,
9. $minDistance: <distance in meters>
10. }
11. }

**Example:**

1. db.places.find(
2. {
3. location:
4. { $near :
5. {
6. $geometry: { type: "Point",  coordinates: [ -73.9667, 40.78 ] },
7. $minDistance: 1000,
8. $maxDistance: 5000
9. }
10. }
11. }

$nearSphere

The nearsphere operator specifies a point for which the geospatial query returns the document from nearest to farthest.

**Syntax:**

1. {
2. $nearSphere: [ <x>, <y> ],
3. $minDistance: <distance in radians>,
4. $maxDistance: <distance in radians>
5. }

**Example:**

1. db.legacyPlaces.find(
2. { location : { $nearSphere : [ -73.9667, 40.78 ], $maxDistance: 0.10 } }
3. )

$all

It chooses the document where the value of a field is an array that contains all the specified elements.

**Syntax:**

1. { <field>: { $all: [ <value1> , <value2> ... ] } }

**Example:**

1. db.books.find( { tags: { $all: [ "Java", "MongoDB", "RDBMS" ] } } )

$elemMatch

The operator relates documents that contain an array field with at least one element that matches with all the given query criteria.

**Syntax:**

1. { <field>: { $elemMatch: { <query1>, <query2>, ... } } }

**Example:**

1. db.books.find(
2. { results: { $elemMatch: { $gte: 500, $lt: 400 } } }
3. )

$size

It selects any array with the number of the element specified by the argument.

**Syntax:**

1. db.collection.find( { field: { $**size**: 2 } } );

MongoDB Bitwise Operator

$bitsAllClear

It matches the documents where all the bit positions given by the query are clear infield.

**Syntax:**

1. { <field>: { $bitsAllClear: <**numeric** bitmask> } }

**Example:**

1. db.inventory.find( { a: { $bitsAllClear: [ 1, 5 ] } } )

$bitsAllSet

The bitallset operator matches the documents where all the bit positions given by the query are set in the field.

**Syntax:**

1. { <field>: { $bitsAllSet: <**numeric** bitmask> } }

**Example:**

1. db.inventory.find( { a: { $bitsAllClear: [ 1, 5 ] } } )

$bitsAnyClear

The bitAnyClear operator matches the document where any bit of positions given by the query is clear in the field.

**Syntax:**

1. { <field>: { $bitsAnyClear: <**numeric** bitmask> } }

**Example:**

1. db.inventory.find( { a: { $bitsAnyClear: [ 5, 10 ] } } )

$bitsAnySet

It matches the document where any of the bit positions given by the query are set in the field.

**Syntax:**

1. { <field>: { $bitsAnySet: <**numeric** bitmask> } }

**Example:**

1. db.inventory.find( { a: { $bitsAnySet: [ 1, 5 ] } } )

**MongoDB comments operator**

$comment

The $comment operator associates a comment to any expression taking a query predicate.

**Syntax:**

1. db.inventory.find( { <query>, $comment: <comment> } )

**Example:**

1. db.inventory.find(
2. {
3. x: { $mod: [ 1, 0 ] },
4. $comment: "Find Odd values."
5. }

**MongoDB Projection Operator**

$

The $ operator limits the contents of an array from the query results to contain only the first element matching the query document.

**Syntax:**

1. db.books.find( { <array>: <value> ... },
2. { "<array>.$": 1 } )
3. db.books.find( { <array.field>: <value> ...},
4. { "<array>.$": 1 } )

$elemMatch

The content of the array field made limited using this operator from the query result to contain only the first element matching the element $elemMatch condition.

**Syntax:**

1. db.library.find( { bookcode: "63109" },
2. { students: { $elemMatch: { roll: 102 } } } )

$meta

The meta operator returns the result for each matching document where the metadata associated with the query.

**Syntax:**

1. { $meta: <metaDataKeyword> }

**Example:**

1. db.books.find(
2. <query>,
3. { score: { $meta: "textScore" } }

$slice

It controls the number of values in an array that a query returns.

**Syntax:**

1. db.books.find( { field: value }, { array: {$slice: count } } );

**Example:**

1. db.books.find( {}, { comments: { $slice: [ 200, 100 ] } } )

**MongoDB Update Operator**

The following modifiers are available to update operations. For example - in db.collection.update() and db.collection.findAndModify().

Defines the operator expression in the document of the form:

1. {
2. <operator1>: { <field1>: <value1>, ... },
3. <operator2>: { <field2>: <value2>, ... },
4. }

**Field Operator**

$currentDate

It updates the elements of a field to the current date, either as a Date or a timestamp. The default data type of this operator is the date.

**Syntax:**

1. { $currentDate: { <field1>: <typeSpecification1>, ... } }

**Example:**

1. db.books.insertOne(
2. { \_id: 1, status: "a", lastModified: purchaseDate("2013-10-02T01:11:18.965Z") }
3. )

$inc

It increases a filed by the specified value.

**Syntax:**

1. { $inc: { <field1>: <amount1>, <field2>: <amount2>, ... } }

**Example:**

1. {
2. \_id: 000438,
3. sku: "MongoDB",
4. quantity: 1,
5. metrics: {
6. orders: 2,
7. ratings: 3.5
8. }
9. }

$min

It changes the value of the field to a specified value if the specified value is less than the current value of the filed.

**Syntax:**

1. { $**min**: { <field1>: <value1>, ... } }

**Example:**

1. { \_id: 0021, highprice: 800, lowprice: 200 }
2. db.books.**update**( { \_id: 0021 }, { $**min**: { highprice: 500 } } )

$max

It changes the value of the field to a specified value if the specified value is greater than the current value of the filed.

**Syntax:**

1. { $**max**: { <field1>: <value1>, ... } }

**Example:**

1. { \_id: 0021, highprice: 800, lowprice: 200 }
2. db.books.**update**( { \_id: 0021 }, { $**max**: { highprice: 950 } } )

$mul

It multiplies the value of a field by a number.

**Syntax:**

1. { $mul: { <field1>: <number1>, ... } }

**Example:**

1. db.books.**update**(
2. { \_id: 1 },
3. { $mul: { price: NumberDecimal("180.25"), qty: 2 } }
4. )

$rename

The rename operator changes the name of a field.

**Syntax:**

1. {$rename: { <field1>: <newName1>, <field2>: <newName2>, ... } }

**Example:**

1. db.books.updateMany( {}, { $rename: { "nmae": "name" } } )

$set

The set operator changes the value of a field with the specified value.

**Syntax:**

1. { $**set**: { <field1>: <value1>, ... } }

**Example:**

1. {
2. \_id: 100,
3. sku: "abc123",
4. quantity: 50,
5. instock: **true**,
6. reorder: **false**,
7. details: { model: "14Q2", make: "xyz" },
8. tags: [ "technical", "non technical" ],
9. ratings: [ { **by**: "ijk", rating: 4 } ]

$setOnInsert

If the upsert is set to true, then it results in an insert of a document, then setOnInsert operator assigns the specified values to the field in the document.

**Syntax:**

1. db.collection.**update**(
2. <query>,
3. { $setOnInsert: { <field1>: <value1>, ... } },
4. { upsert: **true** }
5. )

$unset

It removes a specified field.

**Syntax:**

1. { $unset: { <field1>: "", ... } }

**Example:**

1. db.products.**update**(
2. { sku: "unknown" },
3. { $unset: { quantity: "", instock: "" } }

**Array Operators**

$

We can update an element in an array without explicitly specifying the position of the element.

**Syntax:**

1. { "<array>.$" : value }

**Example:**

1. db.collection.**update**(
2. { <array>: value ... },
3. { <**update** operator>: { "<array>.$" : value } }

$[ ]

The positional operator indicates that the update operator should change all the elements in the given array field.

**Syntax:**

1. { <**update** operator>: { "<array>.$[]" : value } }

**Example:**

1. db.collection.updateMany(
2. { <query conditions> },
3. { <**update** operator>: { "<array>.$[]" : value } }

$[<identifier>]

It is called a filtered positional operator that identifies the array elements.

**Syntax:**

1. { <**update** operator>: { "<array>.$[<identifier>]" : value } },
2. { arrayFilters: [ { <identifier>: <condition> } ] }

**Example:**

1. db.collection.updateMany( { <query conditions> },
2. { <**update** operator>: { "<array>.$[<identifier>]" : value } },
3. { arrayFilters: [ { <identifier>: <condition> } ] } )

$addToSet

It adds an element to an array unless the element is already present, in which case this operator does nothing to that array.

**Syntax:**

1. { $addToSet: { <field1>: <value1>, ... } }

**Example:**

1. db.books.**update**(
2. { \_id: 1 },
3. { $addToSet: { tags: "MongoDB" } }

$pop

We can remove the first or last element of an array using the pop operator. We need to pass the value of pop as -1 to remove the first element of an array and 1 to remove the last element in an array.

**Syntax:**

1. { $pop: { <field>: <-1 | 1>, ... } }

**Example:**

1. db.books.**update**( { \_id: 1 }, { $pop: { mongoDB: -1 } } )

$pull

Using a pull operator, we can remove all the instances of a value in an array that matches the specified condition.

**Syntax:**

1. { $pull: { <field1>: <value|condition>, <field2>: <value|condition>, ... } }

**Example:**

1. db.books.**update**( { }, { $pull: { Development: { $in:["Java", "RDBMS" ] }, Tech: "Cybersecurity" } },
2. { multi: **true** }
3. )

$push

It appends a specified value to an array.

**Syntax:**

1. { $push: { <field1>: <value1>, ... } }

**Example:**

1. db.students.**update**( { \_id: 9 }, { $push: { scores: 91 } } )

$pullAll

We can remove all instances of the specified value from an existing array using the pullAll operator. It removes elements that match the listed value.

**Syntax:**

1. { $pullAll: { <field1>: [ <value1>, <value2> ... ], ... } }

**Example:**

1. db.survey.**update**( { \_id: 1 }, { $pullAll: { scores: [ 0, 5 ] } } )

**Modifiers**

$each

It is used with the $addToSet operator and the $push operator. It is used with the addToSet operator to add multiple values to an array if the value does not exist in the field.

**Syntax:**

1. { $addToSet: { <field>: { $each: [ <value1>, <value2> ... ] } } }

It is used with the push operator to append multiple values to an array.

**Syntax:**

1. { $push: { <field>: { $each: [ <value1>, <value2> ... ] } } }

**Example:**

1. db.students.**update**( { **name**: "Akki" }, { $push: { scores: { $each: [ 90, 92, 85 ] } } } )

$position

It specifies the location where the push operator inserts elements inside an array.

**Syntax:**

1. {
2. $push: {
3. <field>: {
4. $each: [ <value1>, <value2>, ... ],
5. $position: <num>
6. }
7. }

**Example:**

1. db.students.**update**(
2. { \_id: 1 },
3. {
4. $push: {
5. scores: {
6. $each: [ 50, 60, 70 ],
7. $position: 0
8. }
9. }
10. }
11. )

$slice

This modifier is used to limit the number of array elements during the push operation.

**Syntax:**

1. {
2. $push: {
3. <field>: {
4. $each: [ <value1>, <value2>, ... ],
5. $slice: <num>
6. }
7. }

**Example:**

1. db.students.**update**(
2. { \_id: 1 },
3. {
4. $push: {
5. scores: {
6. $each: [ 80, 78, 86 ],
7. $slice: -5
8. }
9. }
10. }
11. )

$sort

The sort modifier arranges the values of an array during the push operation.

**Syntax:**

1. {
2. $push: {
3. <field>: {
4. $each: [ <value1>, <value2>, ... ],
5. $sort: <sort specification>
6. }
7. }

**Example:**

1. db.students.**update**(
2. { \_id: 1 },
3. {
4. $push: {
5. quizzes: {
6. $each: [ { id: 3, score: 8 }, { id: 4, score: 7 }, { id: 5, score: 6 } ],
7. $sort: { score: 1 }
8. }
9. }
10. }
11. )

**Bitwise Operator**

$bit

The bit operator updates a field using a bitwise operation. It supports bitwise AND, bitwise OR, and bitwise XOR operations.

**Syntax:**

1. { $**bit**: { <field>: { <and|or|xor>: <**int**> } } }

**Example:**

1. db.books.**update**( { \_id: 1 }, { $**bit**: { expdata: { and: price(100) } } }

**MongoDB limit() Method**

In MongoDB, limit() method is used to limit the fields of document that you want to show. Sometimes, you have a lot of fields in collection of your database and have to retrieve only 1 or 2. In such case, limit() method is used.

The MongoDB limit() method is used with find() method.

**Syntax:**

1. db.COLLECTION\_NAME.find().limit(NUMBER)

Scenario:

Consider an example which has a collection name javatpoint.

This collection has following fields within it.

1. [
2. {
3. Course: "Java",
4. details: { Duration: "6 months", Trainer: "Sonoo Jaiswal" },
5. Batch: [ { **size**: "Medium", qty: 25 } ],
6. category: "Programming Language"
7. },
8. {
9. Course: ".Net",
10. details: { Duration: "6 months", Trainer: "Prashant Verma" },
11. Batch: [ { **size**: "Small", qty: 5 }, { **size**: "Medium", qty: 10 }, ],
12. category: "Programming Language"
13. },
14. {
15. Course: "Web Designing",
16. details: { Duration: "3 months", Trainer: "Rashmi Desai" },
17. Batch: [ { **size**: "Small", qty: 5 }, { **size**: "Large", qty: 10 } ],
18. category: "Programming Language"
19. }
20. ];

Here, you have to display only one field by using limit() method.

Example

1. db.javatpoint.find().limit(1)

After the execution, you will get the following result

Output:

{ "\_id" : ObjectId("564dbced8e2c097d15fbb601"), "Course" : "Java", "details" : {

"Duration" : "6 months", "Trainer" : "Sonoo Jaiswal" }, "Batch" : [ { "size" :

"Medium", "qty" : 25 } ], "category" : "Programming Language" }

**MongoDB skip() method**

In MongoDB, skip() method is used to skip the document. It is used with find() and limit() methods.

Syntax

1. db.COLLECTION\_NAME.find().limit(NUMBER).skip(NUMBER)

Scenario:

Consider here also the above discussed example. The collection javatpoint has three documents.

1. [
2. {
3. Course: "Java",
4. details: { Duration: "6 months", Trainer: "Sonoo Jaiswal" },
5. Batch: [ { **size**: "Medium", qty: 25 } ],
6. category: "Programming Language"
7. },
8. {
9. Course: ".Net",
10. details: { Duration: "6 months", Trainer: "Prashant Verma" },
11. Batch: [ { **size**: "Small", qty: 5 }, { **size**: "Medium", qty: 10 }, ],
12. category: "Programming Language"
13. },
14. {
15. Course: "Web Designing",
16. details: { Duration: "3 months", Trainer: "Rashmi Desai" },
17. Batch: [ { **size**: "Small", qty: 5 }, { **size**: "Large", qty: 10 } ],
18. category: "Programming Language"
19. }
20. ];

Execute the following query to retrieve only one document and skip 2 documents.

Example

1. db.javatpoint.find().limit(1).skip(2)

After the execution, you will get the following result

Output:

{ "\_id" : ObjectId("564dbced8e2c097d15fbb603"), "Course" : "Web Designing", "det

ails" : { "Duration" : "3 months", "Trainer" : "Rashmi Desai" }, "Batch" : [ { "

size" : "Small", "qty" : 5 }, { "size" : "Large", "qty" : 10 } ], "category" : "

Programming Language" }

As you can see, the skip() method has skipped first and second documents and shows only third document.

**MongoDB sort() method**

In MongoDB, sort() method is used to sort the documents in the collection. This method accepts a document containing list of fields along with their sorting order.

The sorting order is specified as 1 or -1.

* 1 is used for ascending order sorting.
* -1 is used for descending order sorting.

**Syntax:**

1. db.COLLECTION\_NAME.find().sort({**KEY**:1})

Scenario

Consider an example which has a collection name javatpoint.

This collection has following fields within it.

1. [
2. {
3. Course: "Java",
4. details: { Duration: "6 months", Trainer: "Sonoo Jaiswal" },
5. Batch: [ { **size**: "Medium", qty: 25 } ],
6. category: "Programming Language"
7. },
8. {
9. Course: ".Net",
10. details: { Duration: "6 months", Trainer: "Prashant Verma" },
11. Batch: [ { **size**: "Small", qty: 5 }, { **size**: "Medium", qty: 10 }, ],
12. category: "Programming Language"
13. },
14. {
15. Course: "Web Designing",
16. details: { Duration: "3 months", Trainer: "Rashmi Desai" },
17. Batch: [ { **size**: "Small", qty: 5 }, { **size**: "Large", qty: 10 } ],
18. category: "Programming Language"
19. }
20. ];

Execute the following query to display the documents in descending order.

1. db.javatpoint.find().sort({"Course":-1})

This will show the documents in descending order.

{ "\_id" : ObjectId("564dbced8e2c097d15fbb603"), "Course" : "Web Designing", "det

ails" : { "Duration" : "3 months", "Trainer" : "Rashmi Desai" }, "Batch" : [ { "

size" : "Small", "qty" : 5 }, { "size" : "Large", "qty" : 10 } ], "category" : "

Programming Language" }

{ "\_id" : ObjectId("564dbced8e2c097d15fbb601"), "Course" : "Java", "details" : {

"Duration" : "6 months", "Trainer" : "Sonoo Jaiswal" }, "Batch" : [ { "size" :

"Medium", "qty" : 25 } ], "category" : "Programming Language" }

{ "\_id" : ObjectId("564dbced8e2c097d15fbb602"), "Course" : ".Net", "details" : {

"Duration" : "6 months", "Trainer" : "Prashant Verma" }, "Batch" : [ { "size" :

"Small", "qty" : 5 }, { "size" : "Medium", "qty" : 10 } ], "category" : "Progra

mming Language" }

Note: By default sort() method displays the documents in ascending order. If you don't specify the sorting preference, it will display documents in ascending order.

**Aggregation Commands**

**MongoDB aggregate command**

The aggregate command does the aggregation operation using the aggregation pipeline. The aggregation pipeline allows the user to perform data processing from a record or other source using a stage-based application sequence.

**Syntax:**

1. {
2. aggregate: "<collection>" || 1, pipeline: [ <stage>, <...>],
3. explain: <boolean>, allowDiskUse: <boolean>,
4. **cursor**: <doc>,
5. maxTimeMS: <**int**>,
6. bypassDocumentValidation: <boolean>,
7. readConcern: <doc>,
8. collation: <doc>,
9. hint: <string or doc>,
10. comment: <string>,
11. writeConcern: <doc>
12. }

**Command fields:**

|  |  |  |
| --- | --- | --- |
| **Fields** | **Type** | **Description** |
| aggregate | string | It contains the name of the aggregation pipeline |
| pipeline | array | The array that transforms the list of documents as a part of the aggregation pipeline. |
| explain | boolean | The explain field is optional that is used to return the information on the processing of the pipeline. |
| allowDiskUse | boolean | It enables the command to write to the temporary files. |
| cursor | document | It addresses the documents that contains the control option for the creation of the cursor object. |
| maxTimeMS | non-negative integer | It defines a time limit for the processing operations on a cursor. |
| Bypass Document Validation | boolean | It is applicable only in case if you specify the out or merge aggregation stages. |
| readConcern | document | It specifies the read concern. The possible read concern levels are - local, available, majority, and linearizable. |
| collation | document | We can specify language-specific rules for string comparison using collation. Such as - rules for case and accent marks.  collation:  { locale: <string>,  caseLevel: <boolean>,  caseFirst: <string>,  strength: <int>,  numericOrdering: <boolean>,  alternate: <string>,  maxVariable: <string>,  backwards: <boolean>} |
| hint | string or document | It declares the index either by the index name or by the index specification document. |
| comment | string | We can declare an arbitrary string to help trace the operation through the database profiler, currentOp, and logs. |
| writeConcern | document | It is set to use the default write concern with the $out or $merge pipeline stages. |

**Example:**

We have the following documents in the article:

1. {
2. \_id: ObjectId("52769ea0f3dc6ead47c9a1b2"),
3. author: "Ankit",
4. title: "JavaTpoint",
5. tags: [ "Java Tutorial", "DBMS Tutorial", "mongodb"]
6. }

Now, we'll perform an aggregate operation on the articles collection to calculate the count of every distinct element within the tags array that appears within the collection.

1. db.runCommand( { aggregate: "articles",
2. pipeline: [
3. { $project: { tags: 1 } },
4. { $unwind: "$tags" },
5. { $**group**: { \_id: "$tags", count: { $sum : 1 } } }
6. ],
7. **cursor**: { }
8. } )

**MongoDB Count command**

The MongoDB count command counts the number of documents in a collection or a view. It returns a document that contains the count and command status.

**Syntax:**

1. {
2. count: <collection or **view**>,
3. query: <document>,
4. limit: <**integer**>,
5. skip: <**integer**>,
6. hint: <hint>,
7. readConcern: <document>,
8. collation: <document>
9. }

**Command fields**

|  |  |  |
| --- | --- | --- |
| **Field** | **Type** | **Description** |
| count | string | It is the name of the collection or view to count. |
| query | document | It is optional and used to select the document to count in the collection or view. |
| limit | integer | It is optional and used to limit the maximum number of matching documents to return. |
| skip | integer | It is optional and is used for matching documents to skip before returning results. |
| hint | string | It is used to define either the index name as a string or the index specification document. |
| readConcern document | It specifies the read concern.  readConcern: { level: <value> } |  |
| collation | document | It allows us to define language-specific rules for string comparison. Syntax:  collation: {  locale: <string>,  caseLevel: <boolean>,  caseFirst: <string>,  strength: <int>,  numericOrdering: <boolean>,  alternate: <string>,  maxVariable: <string>,  backwards: <boolean>  } |

**Examples:**

To count the number of all the documents in the collection:

1. db.runCommand( { count: 'orders' } )

**MongoDB Distinct Command**

This command finds the distinct values for the given field across a single collection. It returns a document that contains an array of different values. The return document contains an embedded record with query statistics and the query plan.

**Syntax:**

1. **distinct**: "<collection>",
2. **key**: "<field>",
3. query: <query>,
4. readConcern: <**read** concern document>,
5. collation: <collation document>
6. }

**Command fields**

|  |  |  |
| --- | --- | --- |
| **Field** | **Type** | **Description** |
| distinct | string | It is the name of the collection to query for different values |
| key | string | This is the field for which the command returns the distinct value. |
| query | document | It specifies the documents from where the distinct value will be retrieved. |
| readConcern document | It specifies the read concern.  readConcern: { level: <value> } |  |
| collation | document | It allows us to define language-specific rules for string comparison. Syntax:  collation: {  locale: <string>,  caseLevel: <boolean>,  caseFirst: <string>,  strength: <int>,  numericOrdering: <boolean>,  alternate: <string>,  maxVariable: <string>,  backwards: <boolean>  } |

**Example:**

The following example returns different values for the field books from all documents in the library collection:

1. db.runCommand ( { **distinct**: "library", **key**: "books" } )

**MongoDB MapReduce command**

The MapReduce command allows us to run the map-reduce aggregation operations over a collection.

Syntax:

1. db.runCommand(
2. {
3. mapReduce: <collection>,
4. map: <**function**>,
5. reduce: <**function**>,
6. finalize: <**function**>,
7. **out**: <**output**>,
8. query: <document>,
9. sort: <document>,
10. limit: <number>,
11. scope: <document>,
12. jsMode: <boolean>,
13. verbose: <boolean>,
14. bypassDocumentValidation: <boolean>,
15. collation: <document>,
16. writeConcern: <document>
17. }
18. )

**Command Fields**

|  |  |  |
| --- | --- | --- |
| **Field** | **Type** | **Description** |
| MapReduce | collection | It is the name of the collection on which we want to perform the map-reduce operation. |
| map | function | It is a JavaScript function that associates or maps the key-value pair. |
| reduce | function | It is a JavaScript function that reduces to a single object all the values associated with a particular key. |
| out | string | It specifies where to store the output. |
| query | document | It specifies the selection criteria to determine the documents input to the map function. |
| sort | document | It sorts the input document. |
| limit | number | It specifies a maximum number of documents for the input into the map function. |
| finalize | function | It follows the reduce method to modify the output. |
| scope | document | It is an option and declares the global variables that are accessible on the map. |
| jsMode | boolean | The jsMode specifies whether to convert intermediate data into BSON format. |
| verbose | boolean | It specifies whether to include the timing information in the result or not. |
| bypass Document Validation | boolean | It enables map-reduce to bypass document validation during the operation. |
| collation | document | It allows us to specify language-specific rules for string comparison.  collation: {  locale: <string>,  caseLevel: <boolean>,  caseFirst: <string>,  strength: <int>,  numericOrdering: <boolean>,  alternate: <string>,  maxVariable: <string>,  backwards: <boolean>  } |
| writeConcern | document | It is a document that expresses the write concern to use when outputting to a collection. |

**Example:**

1. var mapFunction = **function**() { ... };
2. var reduceFunction = **function**(**key**, **values**) { ... };
4. db.runCommand(
5. {
6. mapReduce: <input-collection>,
7. map: mapFunction,
8. reduce: reduceFunction,
9. **out**: { merge: <**output**-collection> },
10. query: <query>
11. }
12. )